**Section20 Iterator Design Pattern**

**Notes: -**

**1-Iterator : Provide a way to access the elements of an aggregate object sequentially without exposing its underlying representation.**

![https://www.dofactory.com/img/diagrams/net/iterator.gif](data:image/gif;base64,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)

**Example:-**

**using IteratorDesignPro.Iterators;**

**namespace IteratorDesignPro.Aggregators{**

**abstract class Aggregate{**

**public abstract Iterator CreateIterator();}}**

**using IteratorDesignPro.Iterators;**

**using System.Collections;**

**namespace IteratorDesignPro.Aggregators{**

**class ConcreteAggregate : Aggregate{**

**private ArrayList \_items = new ArrayList();**

**//create new instance of the CreateIterator and link between ConcreteAggregate and ConcreteIterator**

**public override Iterator CreateIterator(){return new ConcreteIterator(this);}**

**// Gets item count**

**public int Count{get { return \_items.Count; }}**

**//to set value and get value from list through indexer**

**public object this[int index]{get { return \_items[index]; }set { \_items.Insert(index, value); }}}}**

**namespace IteratorDesignPro.Iterators{**

**abstract class Iterator{**

**public abstract object First();**

**public abstract object Next();**

**public abstract bool IsDone();**

**public abstract object CurrentItem();}}**

**using IteratorDesignPro.Aggregators;**

**namespace IteratorDesignPro.Iterators{**

**class ConcreteIterator : Iterator{**

**private ConcreteAggregate \_aggregate;**

**private int \_current = 0;**

**//we pass the ConcreteAggregator to accesss the list and apply operations and assign ConcreteAggregate with this \_aggregate**

**public ConcreteIterator(ConcreteAggregate aggregate){this.\_aggregate = aggregate;}**

**// Gets first iteration item**

**public override object First(){return \_aggregate[0];}**

**// Gets next iteration item**

**public override object Next(){**

**object ret = null;**

**if (\_current < \_aggregate.Count - 1){ret = \_aggregate[++\_current];}**

**return ret;}**

**// Gets current iteration item**

**public override object CurrentItem(){return \_aggregate[\_current];}**

**// Gets whether iterations are complete**

**public override bool IsDone(){return \_current >= \_aggregate.Count;}}}**

**//on Main app we initialize the ConcreteAggregate() and set multiple items and create iterator() and //with the dual assignment on both class the iterator can access to the same instance of the //Concrete Aggregate()**

**static void Main(string[] args){**

**ConcreteAggregate a = new ConcreteAggregate();**

**a[0] = "Item A";**

**a[1] = "Item B";**

**a[2] = "Item C";**

**a[3] = "Item D";**

**// Create Iterator and provide aggregate**

**Iterator i = a.CreateIterator();**

**Console.WriteLine("Iterating over collection:");**

**//so the iterator is now accessable to the aggregator**

**object item = i.First();**

**while (item != null){**

**Console.WriteLine(item);**

**item = i.Next();}**

**Console.ReadKey();}**

**Example: -**

**using DoFactoryIterator2Pro.Aggregators;**

**namespace DoFactoryIterator2Pro.Iterators{**

**interface IAbstractIterator{**

**Item First();**

**Item Next();**

**bool IsDone { get; }**

**Item CurrentItem { get; }}}**

**using DoFactoryIterator2Pro.Aggregators;**

**namespace DoFactoryIterator2Pro.Iterators{**

**class Iterator : IAbstractIterator{**

**private Collection \_collection;**

**private int \_current = 0;**

**private int \_step = 1;**

**public Iterator(Collection collection){this.\_collection = collection;}**

**// Gets first item**

**public Item First(){**

**\_current = 0;**

**return \_collection[\_current] as Item;}**

**// Gets next item**

**public Item Next(){**

**\_current += \_step;**

**if (!IsDone)**

**return \_collection[\_current] as Item;**

**else**

**return null;}**

**// Gets or sets stepsize**

**public int Step{get { return \_step; }set { \_step = value; }}**

**// Gets current iterator item**

**public Item CurrentItem{get { return \_collection[\_current] as Item; }}**

**// Gets whether iteration is complete**

**public bool IsDone{get { return \_current >= \_collection.Count; }}}}**

**using DoFactoryIterator2Pro.Iterators;**

**namespace DoFactoryIterator2Pro.Aggregators{**

**interface IAbstractCollection{Iterator CreateIterator();}}**

**using DoFactoryIterator2Pro.Iterators;**

**using System.Collections;**

**namespace DoFactoryIterator2Pro.Aggregators{**

**class Collection : IAbstractCollection{**

**private ArrayList \_items = new ArrayList();**

**//to create iterator based**

**public Iterator CreateIterator(){return new Iterator(this);}**

**// Gets item count**

**public int Count{get { return \_items.Count; }}**

**// Indexer**

**public object this[int index]{get { return \_items[index]; }set { \_items.Add(value); }}}}**

**namespace DoFactoryIterator2Pro.Aggregators{**

**class Item{**

**private string \_name;**

**// Constructor**

**public Item(string name){this.\_name = name;}**

**// Gets name**

**public string Name{get { return \_name; }}}**

**using DoFactoryIterator2Pro.Aggregators;**

**using DoFactoryIterator2Pro.Iterators;**

**using System;**

**namespace DoFactoryIterator2Pro{**

**class Program{**

**static void Main(string[] args){**

**// Build a collection**

**Collection collection = new Collection();**

**collection[0] = new Item("Item 0");**

**collection[1] = new Item("Item 1");**

**collection[2] = new Item("Item 2");**

**collection[3] = new Item("Item 3");**

**collection[4] = new Item("Item 4");**

**collection[5] = new Item("Item 5");**

**collection[6] = new Item("Item 6");**

**collection[7] = new Item("Item 7");**

**collection[8] = new Item("Item 8");**

**// Create iterator**

**Iterator iterator = collection.CreateIterator();**

**// Skip every other item**

**iterator.Step = 2;**

**Console.WriteLine("Iterating over collection:");**

**for (Item item = iterator.First();**

**!iterator.IsDone; item = iterator.Next()){Console.WriteLine(item.Name);}**

**// Wait for user**

**Console.ReadKey();}}}**